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![](data:image/png;base64,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)

**Лістинг коду**

**Movie.js**

import React, { useState, useEffect } from 'react';

import { SafeAreaView, View, VirtualizedList, StyleSheet, Text, StatusBar, Image, TextInput, TouchableOpacity, Dimensions } from 'react-native';

import { MaterialCommunityIcons } from '@expo/vector-icons';

import Swipeable from 'react-native-gesture-handler/Swipeable';

import { styleConfig } from "../style";

export *let* DATA = []

*const* getItemCount = (*data*) *=>* data.length;

*const* window = Dimensions.get("window");

*const* screen = Dimensions.get("screen");

*const* getItem = (*data*, *index*) *=>* {

    return ({

        id: `${data[index].imdbID}`,

        title: `${data[index].Title}`,

        year: `${data[index].Year}`,

        type: `${data[index].Type}`,

        poster: `${data[index].Poster}`

    })

};

export default *function* Movies({ *navigation* }) {

*const* [dimensions, setDimensions] = useState({ window, screen });

*const* [selectedData, setSelectedData] = useState([]);

*const* [reloade, setReloade] = useState(false);

*const* onChange = ({ *window*, *screen* }) *=>* {

        setDimensions({ window, screen });

    };

    useEffect(() *=>* {

        Dimensions.addEventListener("change", onChange);

        return () *=>* {

            Dimensions.removeEventListener("change", onChange);

        };

    });

*const* orientation = () *=>* {

*const* dim = Dimensions.get('screen');

        if (dim.height >= dim.width) {

            return portrait

        } else {

            return landscape

        }

    }

*function* getUniqueListBy(*arr*, *key*) {

        return [...new *Map*(arr.map(*item* *=>* [item[key], item])).values()]

    }

*const* apiSearchFunction = async (*text*) *=>* {

*const* filteredText = text.toLowerCase().replace(/[^a-zA-Z ]/g, "").replace(/\s+/g, ' ').trim().replace(/,/g, '')

        if (filteredText.length < 3) {

            setSelectedData([])

        } else {

*let* url = `http://www.omdbapi.com/?apikey=dbf1a99b&s=${filteredText}&page=1`;

*let* response = await fetch(url)

                .then(*loadedData* *=>* loadedData.json())

                .catch(*error* *=>* {

                    console.log(error);

                })

            if (response.Search !== undefined) {

                setSelectedData(getUniqueListBy(response.Search, 'imdbID'))

            }

        }

    };

*const* LeftActions = () *=>* {

        return (

            <*View* style={portrait.rightAction}>

                <*Text* style={portrait.actionText}>Delete</*Text*>

            </*View*>

        )

    }

*function* Item({ *id*, *title*, *year*, *type*, *poster* }) {

        return (

            <*TouchableOpacity*

                activeOpacity={0.5}

                onPress={

                    () *=>* navigation.navigate('Details', {

                        id: id,

                        title: title,

                        year: year,

                    })}>

                <*Swipeable*

                    renderRightActions={LeftActions}

                    onSwipeableRightOpen={() *=>* {

*const* obj = selectedData.findIndex(*elem* *=>* elem.imdbID === id)

                        selectedData.splice(obj, 1);

                        setReloade(!reloade)

                    }}>

                    <*View* style={portrait.item}>

                        <*View* style={portrait.posterViev}>

                            <*Image*

                                style={orientation().poster}

                                source={poster === 'N/A' ? require('../assets/posters/no-poster.jpg') : { uri: poster }}

                            />

                        </*View*>

                        <*View* style={orientation().textViev}>

                            <*Text* style={portrait.title}>{title}</*Text*>

                            <*Text* style={portrait.details}>{year}</*Text*>

                            <*Text* style={portrait.details}>{type}</*Text*>

                        </*View*>

                    </*View*>

                </*Swipeable*>

            </*TouchableOpacity*>

        )

    }

    return (

        <*SafeAreaView* style={portrait.container}>

            {

                React.useLayoutEffect(() *=>* {

                    navigation.setOptions({

                        headerRight: () *=>* (

                            <*TouchableOpacity*

                                activeOpacity={0.5}

                                onPress={() *=>* { navigation.navigate('Create')}}>

                                <*MaterialCommunityIcons* style={portrait.addIcon} name="plus" color={'#808082'} size={30} />

                            </*TouchableOpacity*>

                        ),

                    });

                }, [navigation])

            }

            <*View* style={portrait.sectionStyle}>

                <*MaterialCommunityIcons* style={portrait.searchIcon} name="magnify" color={'#808082'} size={26} />

                <*TextInput*

                    style={portrait.textInputStyle}

                    placeholder={'Find movie you want'}

                    clearButtonMode={'while-editing'}

                    onChangeText={(*text*) *=>*

                        apiSearchFunction(text)}

                />

            </*View*>

            <*VirtualizedList*

                data={selectedData}

                ItemSeparatorComponent={() *=>* {return(<*View* style={portrait.separator}/>)}}

                renderItem={({ *item* }) *=>* (

                    <*Item* id={item.id} title={item.title} year={item.year} type={item.type} poster={item.poster} />

                )}

                getItemCount={getItemCount}

                getItem={getItem}

            />

        </*SafeAreaView*>

    );

}

*const* portrait = StyleSheet.create({

    container: {

        flex: 1,

        marginTop: StatusBar.currentHeight,

        backgroundColor: styleConfig.bg,

    },

    separator: {

        marginLeft: 'auto',

        marginRight: 'auto',

        backgroundColor: styleConfig.separator,

        width: '92%',

        height: 0.5,

    },

    item: {

        flexDirection: 'row',

        backgroundColor: styleConfig.bg,

        height: 'auto',

        justifyContent: 'center',

        marginHorizontal: 0,

        padding: 20,

    },

    title: {

        fontSize: 30,

        color: styleConfig.color

    },

    poster: {

        width: 86,

        height: 150,

        borderRadius: 1,

        borderColor: styleConfig.color,

        borderWidth: 3,

        marginTop: 6

    },

    posterViev: {

        flex: 2

    },

    textViev: {

        flex: 10,

        marginLeft: 50,

    },

    details: {

        fontSize: 16,

        marginTop: 10,

        color: styleConfig.color

    },

    textInputStyle: {

        flex: 1,

        height: 40,

        margin: 2,

        borderRadius: 10,

        color: styleConfig.searchColor.color

    },

    sectionStyle: {

        flexDirection: 'row',

        justifyContent: 'center',

        alignItems: 'center',

        backgroundColor: styleConfig.searchColor.bg,

        height: 40,

        borderRadius: 12,

        marginTop: 10,

        marginHorizontal: 6,

        marginBottom: 3,

    },

    searchIcon: {

        margin: 8,

        color: styleConfig.searchColor.color

    },

    rightAction: {

        flex: 1,

        justifyContent: 'center',

        backgroundColor: 'red',

    },

    actionText: {

        color: '#fff',

        padding: 20,

        textAlign: 'right'

    },

    addIcon: {

        textAlign: 'right',

        marginHorizontal: 16,

        marginBottom: 5,

        marginTop: 2,

        color: 'white'

    }

});

const landscape = StyleSheet.create({

    textViev: {

        marginRight: 20,

        flex: 10,

        marginLeft: -20

    },

    poster: {

        width: 80,

        height: 135,

        borderRadius: 1,

        marginTop: 6,

        borderColor: styleConfig.color,

        borderWidth: 3,

    },

})

**Details.js**

import React, { useState, useEffect } from 'react';

import { View, Dimensions, Text, StyleSheet, SafeAreaView, ScrollView, Image, ActivityIndicator } from 'react-native';

import { styleConfig } from "../style";

*const* window = Dimensions.get("window");

*const* screen = Dimensions.get("screen");

export default *function* Details({ *route* }) {

*const* { id, title, year } = *route*.params;

*const* [data, setData] = useState([]);

*const* [dimensions, setDimensions] = useState({ window, screen });

*const* [isLoading, setLoading] = useState(true);

*const* onChange = ({ *window*, *screen* }) *=>* {

        setDimensions({ window, screen });

    };

    useEffect(() *=>* {

        Dimensions.addEventListener("change", onChange);

        return () *=>* {

            Dimensions.removeEventListener("change", onChange);

        };

    });

    useEffect(() *=>* {

*const* fetchData = async () *=>* {

            try {

                await fetch(`http://www.omdbapi.com/?apikey=dbf1a99b&i=${id}`)

                    .then((*response*) *=>* *response*.json())

                    .then((*json*) *=>* setData(*json*))

                    .finally(() *=>* setLoading(false));

            } catch (error) {

                console.error(error);

            }

        }

        fetchData()

    }, []);

*const* orientation = () *=>* {

*const* dim = Dimensions.get('screen');

        if (dim.height >= dim.width) {

            return styles

        } else {

            return landscape

        }

    }

    return (

        <>

            {isLoading ? <*View* style={orientation().loading}><*ActivityIndicator* size='large' /></*View*>:(

                <*SafeAreaView*>

                    <*ScrollView* style={{ backgroundColor: styleConfig.bg }}>

                        <*View* style={orientation().infoScreen}>

                            <*View* style={orientation().infoImageSection}>

                                <*Image*

                                    style={orientation().infoImage}

                                    source={ data.Poster === 'N/A' ? require('../assets/posters/no-poster.jpg') : { uri: data.Poster } }

                                />

                            </*View*>

                            <*View* style={orientation().infoScreenTextView}>

                                <*Text* style={orientation().titleText}>Title</*Text*>

                                <*Text* style={orientation().subText}>{data.Title != '' ? data.Title : title}</*Text*>

                                <*Text* style={orientation().titleText}>Runtime</*Text*>

                                <*Text* style={orientation().subText}>{data.Runtime}</*Text*>

                                <*Text* style={orientation().titleText}>Genre</*Text*>

                                <*Text* style={orientation().subText}>{data.Genre}</*Text*>

                                <*Text* style={orientation().titleText}>Awards</*Text*>

                                <*Text* style={orientation().subText}>{data.Awards}</*Text*>

                                <*Text* style={orientation().titleText}>Rating</*Text*>

                                <*Text* style={orientation().subText}>{data.imdbRating}</*Text*>

                                <*Text* style={orientation().titleText}>Actors</*Text*>

                                <*Text* style={orientation().subText}>{data.Actors}</*Text*>

                                <*Text* style={orientation().titleText}>Language</*Text*>

                                <*Text* style={orientation().subText}>{data.Language}</*Text*>

                                <*Text* style={orientation().titleText}>Plot</*Text*>

                                <*Text* style={orientation().subText}>{data.Plot}</*Text*>

                                <*Text* style={orientation().titleText}>Director</*Text*>

                                <*Text* style={orientation().subText}>{data.Director}</*Text*>

                                <*Text* style={orientation().titleText}>Country</*Text*>

                                <*Text* style={orientation().subText}>{data.Country}</*Text*>

                                <*Text* style={orientation().titleText}>Production</*Text*>

                                <*Text* style={orientation().subText}>{data.Production}</*Text*>

                                <*Text* style={orientation().titleText}>Released</*Text*>

                                <*Text* style={orientation().subText}>{data.Released}</*Text*>

                                <*Text* style={orientation().titleText}>Year</*Text*>

                                <*Text* style={orientation().subText}>{data.Year != '' ? data.Year : year}{'\n'}</*Text*>

                            </*View*>

                        </*View*>

                    </*ScrollView*>

                </*SafeAreaView*>

            )}

        </>

    );

}

*const* styles = StyleSheet.create({

    titleText: {

        color: styleConfig.color,

        fontWeight: '600',

        fontSize: 20,

        marginVertical: 2,

    },

    subText: {

        color: styleConfig.color,

        fontWeight: '400',

        marginTop: 2,

        marginBottom: 8,

        fontSize: 18,

    },

    infoScreen: {

        paddingHorizontal: 13,

        paddingTop: 10,

        paddingBottom: 40,

        backgroundColor: styleConfig.bg

    },

    infoImageSection: {

        alignItems: 'center'

    },

    infoImage: {

        width: 180,

        height: 270,

        borderWidth: 2,

        borderColor: '#EEE'

    },

    infoScreenTextView: {

        marginTop: 30,

    },

    loading: {

        position: 'absolute',

        left: 0,

        right: 0,

        top: 0,

        bottom: 0,

        alignItems: 'center',

        justifyContent: 'center',

        backgroundColor: styleConfig.bg,

        color: styleConfig.color

    }

});

*const* landscape = StyleSheet.create({

    infoScreen: {

        paddingHorizontal: 16,

        paddingTop: 10,

        paddingBottom: 40,

        backgroundColor: styleConfig.bg,

        flex: 1,

        flexDirection: 'row',

    },

    infoImage: {

        width: 170,

        height: 300,

        borderWidth: 2,

        borderColor: styleConfig.color,

        marginTop: 6,

    },

    infoScreenTextView: {

        paddingLeft: 14,

        flexShrink: 1

    },

    titleText: {

        color: styleConfig.color,

        fontWeight: '600',

        fontSize: 21,

        marginVertical: 1,

    },

    subText: {

        color: styleConfig.color,

        fontWeight: '400',

        fontSize: 19,

    },

    loading: {

        position: 'absolute',

        left: 0,

        right: 0,

        top: 0,

        bottom: 0,

        alignItems: 'center',

        justifyContent: 'center',

        backgroundColor: styleConfig.bg,

        color: styleConfig.color

    }

})

**Picture.js**

import React, { useState, useEffect } from 'react';

import { Text, View, ScrollView, Dimensions, Platform, StyleSheet, TouchableOpacity, StatusBar, SafeAreaView } from 'react-native';

import { MaterialCommunityIcons } from '@expo/vector-icons';

import \* as ImagePicker from 'expo-image-picker';

import Layout from "../layout";

import { styleConfig } from "../style";

*const* window = Dimensions.get("window");

*const* screen = Dimensions.get("screen");

*const* maxSizeOfArray = (*arr* = [], *maxArrSize* = 6) *=>* {

*const* lst = [];

    for (*let* i = 0; i < Math.ceil(*arr*.length / *maxArrSize*); i++) {

        lst[i] = *arr*.slice(i \* *maxArrSize*, (i \* *maxArrSize*) + *maxArrSize*);

    }

    return lst;

};

export default *function* Picture({ *navigation* }) {

*const* [dimensions, setDimensions] = useState({ window, screen });

*const* [pictureConstructor, setPictureConstructor] = useState([]);

*const* imageSize = {

        width: dimensions.window.width / 5,

        height: dimensions.window.width / 5,

    }

*const* onChange = ({ *window*, *screen* }) *=>* {

        setDimensions({ window, screen });

    };

    useEffect(() *=>* {

        Dimensions.addEventListener("change", onChange);

        return () *=>* {

            Dimensions.removeEventListener("change", onChange);

        };

    });

    useEffect(() *=>* {

        (async () *=>* {

            if (Platform.OS !== 'web') {

*const* { status } = await ImagePicker.requestMediaLibraryPermissionsAsync();

                if (status !== 'granted') {

                    alert('We need camera roll permissions to make this work!');

                }

            }

        })();

    }, []);

    React.useLayoutEffect(() *=>* {

*navigation*.setOptions({

            headerRight: () *=>* (

                <*TouchableOpacity*

                    activeOpacity={0.5}

                    onPress={pickImage}>

                    <*MaterialCommunityIcons* style={styles.addIcon} name="plus" color={'#808082'} size={30} />

                </*TouchableOpacity*>

            ),

        });

    }, [*navigation*]);

    useEffect(() *=>* {

*const* url = `https://pixabay.com/api/?key=19193969-87191e5db266905fe8936d565&q=small+animals&image\_type=photo&per\_page=18`;

        (async () *=>* {

*const* fetchResult = await fetch(url);

*const* loadedData = await fetchResult.json();

*const* loadedDataURI = loadedData['hits'].map((*loadData*) *=>* ({ uri: *loadData*['largeImageURL'] }));

            setPictureConstructor(loadedDataURI);

        })();

    }, []);

*const* pickImage = async () *=>* {

*let* pickedImage = await ImagePicker.launchImageLibraryAsync({

            mediaTypes: ImagePicker.MediaTypeOptions.All,

            allowsEditing: false,

            quality: 1,

        });

        if (!pickedImage.cancelled) {

            setPictureConstructor(*prevState* *=>* [...*prevState*, { uri: pickedImage.uri }])

        }

    };

*const* PictureComponent = maxSizeOfArray(pictureConstructor).map(

*image* *=>* (

            <*Layout*

                key={*image*[0].uri}

                layout={*image*}

                width={imageSize.width}

                height={imageSize.height}

            />

        )

    );

    return (

        <*SafeAreaView* style={styles.container}>

            {

                pictureConstructor.length === 0 ?

                <*View* style={styles.textContainer}>

                    <*Text* style={styles.text}>No items found</*Text*>

                </*View*> :

                <*ScrollView*>

                        {PictureComponent}

                </*ScrollView*>

            }

        </*SafeAreaView*>

    );

}

*const* styles = StyleSheet.create({

    container: {

        backgroundColor: styleConfig.bg,

        flex: 1,

        borderWidth: 1,

        borderColor: styleConfig.bg,

    },

    textContainer: {

        flex: 1,

        marginTop: '10%'

    },

    text: {

        textAlign: 'center',

        backgroundColor: styleConfig.bg,

        fontSize: 18,

        color: styleConfig.color

    },

    addIcon: {

        textAlign: 'right',

        marginHorizontal: 16,

        marginBottom: 5,

        marginTop: 2,

        color: 'white'

    },

});

**Висновок**

У даній роботі я зрозумів як правильно працювати з обробкою API, асинхронністю та примінив дані знання на практиці: завантаження данних відбувається асинхронно і тому додаток не блокується під час завантаження картинок чи фільмів, також нам вдалося змінити логіку пошуку, тепер картинки відображаються лише коли ми вводимо хоча б 3 символи у поле пошуку.